**객체지향프로그래밍 LAB #11**

**<기초문제>\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

1. 아래의 프로그램을 작성하시오. (/\*구현\*/ 부분을 채울 것, 표의 상단: 소스코드, 하단: 실행결과)

|  |
| --- |
| #include <iostream>  using namespace std;  class Point {  private:  int x;  int y;  static int numCreatedObjects;  public:  Point() : x(0), y(0) {  numCreatedObjects++;  }  // int \_x 와 int \_y를 입력으로 받는 생성자  /\*구현\*/  ~Point() {  cout << "Destructed..." << endl;  }  void setXY(int \_x, int \_y) {  //this-> 사용한 초기화  /\*구현\*/  }  int getX() const { return x; }  int getY() const { return y; }  // \*this + pt2 ->  Point operator+(Point& pt2) {  /\*구현\*/  }  //operator overloading(연산자 오버로딩)  Point& operator=(Point& pt) {  /\*구현\*/  }  static int getNumCreatedObject() { return numCreatedObjects; }  friend void print(const Point& pt);  friend ostream& operator<<(ostream& cout, Point& pt);  friend class SpyPoint;  };  //static 맴버 변수 초기화 (numCreatedObjects)  /\*구현\*/  //객체 call by reference시: const로 함수 입력시 const method만 함수에서 사용가능  // const: 객체 내부의 member data가 상수(변하지 않는다)  void print(/\*구현\*/) {  cout << pt.x << ", " << pt.y << endl;  }  //Point operator+(Point& pt1, Point& pt2){  // Point result(pt1.getX() + pt2.get(X), pt1.getY() + pt2.getY());  // return result;  //}  ostream& operator<<(ostream& cout, Point& pt) {  /\*구현\*/  }  class SpyPoint {  public:  //다음과 같이 출력 되도록 hack\_all\_info함수 구현  //Hacked by SpyPoint  //x: 40  //y: 60  //numCreatedObj.: 10  /\*구현\*/  };  int main() {  Point pt1(1, 2);  cout << "pt1 : ";  print(pt1);  cout << endl;  // 포인터  Point\* pPt1 = &pt1;  // pPt1의 값을 통해 getX, getY를 호출하여 출력  cout << "pt1 : ";  /\*구현\*/  // pPt1를 통해 호출 getX, getY를 호출하여 출력  cout << "pt1 : ";  /\*구현\*/  cout << endl;  //동적으로 Point\* pPt2할당하여 10,20넣은 뒤 ->사용하여 출력(pt1 출력 참고)  /\*구현\*/  cout << "pt2 : ";  /\*구현\*/  cout << endl;    //pPt1, pPt2의 메모리 해제  /\*구현\*/  cout << "pt1 NumCreatedObject : ";  cout << /\*구현\*/ << endl;  // 연산자 오버로딩  //pt4 = pt2, pt3값 더하기  /\*구현\*/  cout << "pt2 : ";  cout << pt2 << endl;  cout << "pt3 : ";  cout << pt3 << endl;  cout << "pt4 : ";  cout << pt4 << endl;  cout << "pt1 NumCreatedObject : ";  cout << /\*구현\*/ << endl << endl;  // object array  Point\* ptAry = /\*구현\*/;  cout << "pt2 NumCreatedObject : ";  cout << /\*구현\*/ << endl;  cout << endl;  // ptAry 메모리 해제  /\*구현\*/  cout << endl;  // friend class  SpyPoint spy;  cout << "pt1 info" << endl;  /\*구현\*/  cout << "pt4 info" << endl;  /\*구현\*/  return 0;  } |
|  |
| #include <iostream>  using namespace std;  class Point {  private:  int x;  int y;  static int numCreatedObjects;  public:  Point() : x(0), y(0) {  numCreatedObjects++;  }  // int \_x 와 int \_y를 입력으로 받는 생성자  Point(int \_x, int \_y) : x(\_x), y(\_y) {  numCreatedObjects++;  }  ~Point() {  cout << "Destructed..." << endl;  }  void setXY(int \_x, int \_y) {  //this-> 사용한 초기화  this->x = \_x;  this->y = \_y;  }  int getX() const { return x; }  int getY() const { return y; }  // \*this + pt2 ->  Point operator+(Point& pt2) {  Point result;  result.x = this->x + pt2.x;  result.y = this->y + pt2.y;  return result;  }  //operator overloading(연산자 오버로딩)  Point& operator=(Point& pt) {  this->x = pt.x;  this->y = pt.y;  return \*this;  }  static int getNumCreatedObject() { return numCreatedObjects; }  friend void print(const Point& pt);  friend ostream& operator<<(ostream& cout, Point& pt);  friend class SpyPoint;  };  //static 맴버 변수 초기화 (numCreatedObjects)  int Point::numCreatedObjects = 0;  //객체 call by reference시: const로 함수 입력시 const method만 함수에서 사용가능  // const: 객체 내부의 member data가 상수(변하지 않는다)  void print(const Point& pt) {  cout << pt.x << ", " << pt.y << endl;  }  //Point operator+(Point& pt1, Point& pt2){  // Point result(pt1.getX() + pt2.get(X), pt1.getY() + pt2.getY());  // return result;  //}  ostream& operator<<(ostream& cout, Point& pt) {  cout << pt.x << ", " << pt.y ;  return cout;  }  class SpyPoint {  public:  //다음과 같이 출력 되도록 hack\_all\_info함수 구현  //Hacked by SpyPoint  //x: 40  //y: 60  //numCreatedObj.: 10  void hack\_all\_info(Point& pt) {  cout << "Hacked by SpyPoint" << endl;  cout << "x: " << pt.x << endl;  cout << "y: " << pt.y << endl;  cout << "numCreatedObj.: " << pt.numCreatedObjects << endl<< endl;  }  };  int main() {  Point pt1(1, 2);  cout << "pt1 : ";  print(pt1);  cout << endl;  // 포인터  Point\* pPt1 = &pt1;  // pPt1의 값을 통해 getX, getY를 호출하여 출력  cout << "pt1 : ";  cout << (\*pPt1).getX() << ", " << (\*pPt1).getY() << endl;  // pPt1를 통해 호출 getX, getY를 호출하여 출력  cout << "pt1 : ";  cout << pPt1->getX() << ", " << pPt1->getY() << endl;  cout << endl;  //동적으로 Point\* pPt2할당하여 10,20넣은 뒤 ->사용하여 출력(pt1 출력 참고)  Point\* pPt2 = new Point(10, 20);  cout << "pt2 : ";  cout << pPt2->getX() << ", " << pPt2->getY() << endl;  cout << endl;  //pPt1, pPt2의 메모리 해제  delete pPt2;  cout << "pt1 NumCreatedObject : ";  cout << pt1.getNumCreatedObject() << endl;  // 연산자 오버로딩  //pt4 = pt2, pt3값 더하기  Point pt2(10, 20), pt3(30, 40);  Point pt4 = pt2 + pt3;  cout << "pt2 : ";  cout << pt2 << endl;  cout << "pt3 : ";  cout << pt3 << endl;  cout << "pt4 : ";  cout << pt4 << endl;  cout << "pt1 NumCreatedObject : ";  cout << pt1.getNumCreatedObject() << endl << endl;  // object array  Point\* ptAry = new Point[5];  cout << "pt2 NumCreatedObject : ";  cout << pt2.getNumCreatedObject() << endl;  cout << endl;  // ptAry 메모리 해제  delete[] ptAry;  cout << endl;  // friend class  SpyPoint spy;  cout << "pt1 info" << endl;  spy.hack\_all\_info(pt1);  cout << "pt4 info" << endl;  spy.hack\_all\_info(pt4);  return 0;  } |
|  |

**<응용문제>\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

1. 좌표값 두 개를 입력받고 두 좌표 사이의 거리를 출력하시오.

* 좌표값은 초기화 시, 값을 따로 주지 않으면 x = 0, y = 0으로 초기화함.
* “좌표 - 좌표” 연산자를 Operator overloading을 활용하여 선언함.
  + 를 클래스 내에서 구현.
* “좌표 \* 좌표” 연산자를 Operator overloading을 활용하여 선언함.
  + 를 클래스 내에서 구현.
* 위 두 연산자를 활용하여 두 좌표 사이의 거리를 구함.
* 제곱근 사용을 위해 #include<cmath> 선언.

|  |
| --- |
| int main() {  int x1 = 0, y1 = 0, x2 = 0, y2 = 0;  Point\* pP1, \* pP2, \* pP3;  cout << "첫번째 좌표(x1, y1)를 입력하세요 : ";  cin >> x1 >> y1;  cout << "두번째 좌표(x2, y2)를 입력하세요 : ";  cin >> x2 >> y2;  pP1 = new Point(x1, y1);  pP2 = new Point(x2, y2);  pP3 = new Point(); //x,y가 0으로 초기화  /\* 아래의 방식으로도 x, y값 설정이 가능해야 함 \*/  //pP1->setPoint(x1, y1);  //pP1->setPoint(x2, y2);  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  \*pP3 = (\*pP1 - \*pP2) \* (\*pP1 - \*pP2);  /\* pP3을 활용하여 거리값을 구함 \*/  cout << "두 좌표 사이의 길이는 " << /\* 결과 값 \*/ << "입니다." << endl;  return 0;  } |

1-출력화면:

![](data:image/png;base64,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)

|  |
| --- |
| #include <iostream>  using namespace std;  #include <math.h>  class Point {  private:  double x;  double y;  public:  Point();  Point(int x, int y);  void setPoint(int x, int y);  int getX(void) const;  int getY(void) const;  Point operator - (const Point& point);  Point operator \* (const Point& point);  Point& operator = (const Point& point);  };  Point::Point() { x = y = 0; }  Point::Point(int x, int y) {  this->x = x;  this->y = y;  }  int Point::getX(void) const { return this->x; }  int Point::getY(void) const { return this->y; }  void Point::setPoint(int x, int y) {  this->x = x;  this->y = y;  }  Point Point::operator -(const Point& point) {  Point result(this->x - point.getX(), this->y - point.getY());  return result;  }  Point Point::operator \*(const Point& point) {  Point result(this->x \* point.getX(), this->y \* point.getY());  return result;  }  Point& Point::operator = (const Point& point) {  this->x = point.getX();  this -> y = point.getY();  return \*this;  }  int main() {  int x1 = 0, y1 = 0, x2 = 0, y2 = 0;  Point\* pP1, \* pP2, \* pP3;  cout << "첫번째 좌표(x1, y1)를 입력하세요 : ";  cin >> x1 >> y1;  cout << "두번째 좌표(x2, y2)를 입력하세요 : ";  cin >> x2 >> y2;  pP1 = new Point(x1, y1);  pP2 = new Point(x2, y2);  pP3 = new Point(); //x,y가 0으로 초기화  /\* 아래의 방식으로도 x, y값 설정이 가능해야 함 \*/  //pp1->setpoint(x1, y1);  //pp1->setpoint(x2, y2);  /\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/  \*pP3 = (\*pP1 - \*pP2) \* (\*pP1 - \*pP2);  /\* pp3을 활용하여 거리값을 구함 \*/  cout << "두 좌표 사이의 길이는 " << sqrt((pP3 -> getX()) + (pP3->getY())) << "입니다." << endl;  return 0;  } |
|  |

2. 학생들끼리 송금하는 프로그램을 작성하시오.

* 한번 송금할 때, 돈을 보내는 학생의 전 재산(balance)를 송금함.
* Account(계좌) class는 멤버변수로 string name(이름), string id(학번), int balance를 갖고 있도록 함.
* 사용자로부터 돈을 보낼 학생의 학번과 돈을 받을 학생의 학번을 입력 받음. 이때, 다음의 경우에 대해서는 다시 입력 받도록 함.
  + 돈을 보낼 학생과 돈을 받을 학생의 학번이 동일한 경우
  + 보낼 학생 혹은 받을 학생의 학번이 존재하지 않는 경우
  + 보낼 학생의 잔액이 0인 경우
* setBalance함수를 사용하지 않고, Operator overloading(+, -)를 이용하여 송금 후 보낸 학생의 잔액과 받은 학생의 잔액을 계산함.
* 송금이 완료된 후, Operator overloading(<<)을 이용하여 돈을 보낸 학생과 받은 학생의 계좌를 출력함.
* 사용자로부터 돈을 보낼 학생의 학번을 “종료”라고 입력받았을 경우 Operator overloading(<<)을 이용하여 모든 학생의 계좌를 출력하고, 프로그램을 종료함.

|  |
| --- |
| int main() {  Account acnt[3] = {  Account("장윤호", "2014", 10000),  Account("김유민", "2019", 0),  Account("박진배", "2013", 5000),  };  /\* 구현 \*/  } |

2-출력화면:
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|  |
| --- |
| #include <iostream>  using namespace std;  class Account {  private:  string name;  string id;  int balance ;  public:  Account(string \_name, string \_id, int \_balance) : name(\_name), id(\_id), balance(\_balance) {}  ~Account() {}  string getName() const { return name; }  string getID() const { return id; }  int getBalance() const {  return balance;  }  Account& operator+(Account acnt) {  this->balance += acnt.getBalance();  return \*this;  }  Account& operator-(Account acnt) {  this->balance -= acnt.getBalance();  return \*this;  }  Account& operator=(Account acnt) {  this->name = acnt.getName();  this->id = acnt.getID();  this->balance = acnt.getBalance();  return \*this;  }  //friend void print(const Account& acnt);  friend void send(Account& acnt1, Account& acnt2);  friend ostream& operator<<(ostream& cout, Account& acnt);  };  void send(Account& acnt1, Account& acnt2) {  acnt2 + acnt1;  acnt1 - acnt1;  }  ostream& operator<<(ostream& cout, Account& acnt) {  cout << "학번: " << acnt.getID() << ", 이름: " << acnt.getName()<< ", 잔액: " << acnt.getBalance();  return cout;  }  int main() {  Account acnt[3] = {  Account("장윤호", "2014", 10000),  Account("김유민", "2019", 0),  Account("박진배", "2013", 5000),  };  string id1, id2;  while (1) {  std::cout << "돈을 보낼 학생의 학번을 입력하세요: ";  cin >> id1;  if (id1 == "종료") break;  std::cout << "돈을 받을 학생의 학번을 입력하세요: ";  cin >> id2;  if (id2 == "종료") break;  if (id1 == id2) {  std::cout << "보내는 학생과 받는 학생의 학번이 동일합니다" << endl;  continue;  }  int ex = 0;  for (int i = 0; i < 3; i++) {  for (int j = 0; j < 3; j++) {  if (acnt[i].getID() == id1 && acnt[j].getID() == id2) {  ex++;  if (acnt[i].getBalance() == 0) {  std::cout << "보내는 학생의 잔액이 부족합니다." << endl;  break;  }  send(acnt[i], acnt[j]);  std::cout << "보낸 학생의 잔액 => " << acnt[i] << endl;  std::cout << "받은 학생의 잔액 => " << acnt[j] << endl;  }  }  }  if (!ex) cout << "보내는 학생 혹은 받은 학생의 학번이 존재하지 않습니다. 다시 입력해주세요." << endl;  }  std::cout << "종료합니다."<<endl;  for (int i = 0; i < 3; i++) {  cout << acnt[i]<<endl;  }  } |
|  |

3. 학생 계좌 정보를 입력받고 학생 계좌 정보들을 모두 삭제하여 삭제된 계좌들의 잔액 총합을 출력하는 프로그램을 작성하시오.

* 총 학생 수를 사용자로부터 입력받음.
* 학생 계좌 정보 Account class는 학번, 이름, 잔액을 멤버 변수로 가지고 있음.
* Account 클래스 배열을 동적으로 생성함.
* 각 학생의 학번, 이름, 잔액을 입력받음. 이 때, 중복된 학번을 입력받으면 프로그램을 종료함.
* 모두 입력 받은 후, Account 클래스 배열을 delete하여 모든 학생 계좌의 잔액 총합을 출력함.

Hint) Account class 내 멤버 변수에서 static 변수를 사용, Account 클래스의 소멸자를 적절히 이용.

3-출력화면:
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|  |
| --- |
| #include <iostream>  using namespace std;  class Account {  string name;  string id;  int balance ;  static int sum;  public:  Account() : name("홍길동"), id("0000"), balance(0) {}  Account(string \_name, string \_id, int \_balance) : name(\_name), id(\_id), balance(\_balance) { sum += balance; }  ~Account() {}  void set(string \_id, string \_name, int \_balance) {  this->id = \_id;  this->name = \_name;  this->balance = \_balance;  sum += balance;  }  string getName() const { return name; }  string getID() const { return id; }  int getBalance() const {  return balance;  }  static int getSum() {  return sum;  }  };  int Account::sum = 0;  int main() {  int size = 0;  cout << "총 학생 수 입력: ";  cin >> size;  Account\* acnts = new Account[size];  /\*  모두 입력 받은 후, Account 클래스 배열을 delete하여 모든 학생 계좌의 잔액 총합을 출력함.  Hint) Account class 내 멤버 변수에서 static 변수를 사용, Account 클래스의 소멸자를 적절히 이용.\*/  for (int i = 0; i < size; i++) {  string name, id;  int balance;  cout << i+1 << "번째 학생 계좌 입력 : 학번 : ";  cin >> id;    for (int j = 0; j < size; j++) {  if (id == acnts[j].getID()) exit(NULL);  }  cout << endl<<"이름 : ";  cin >> name;  cout << endl << "잔액 : ";  cin >> balance;  acnts[i].set(id, name, balance);  cout << "================================"<<endl<<endl;  }  cout <<"회수된 금액 : " << Account::getSum();  delete[] acnts;  return 0;  } |
|  |
| #include <iostream>  using namespace std;  class Complex {  double re, im;  public:  Complex(double r, double i)  {  re = r;  im = i;  }  Complex() { re = 0; im = 0; }  // + 연산자s  Complex operator+(Complex& other) {  Complex result(this->re + other.re, this->im + other.im);  return result;  }  Complex operator+(double num) {  Complex result(this->re + num, this->im);  return result;  }  // - 연산자  Complex operator-(Complex& other) {  Complex result(this->re - other.re, this->im - other.im);  return result;  }  Complex operator-(double num) {  Complex result(this->re - num, this->im);  return result;  }  void print() {  cout << re << " + i" << im << endl;  }  };  int main()  {  Complex a(.3, 8.4), b(4.5, 5.2), c(2.0, 7.7);  Complex sum, dif;  sum = a + b + 3.0; // 중요 : "3.0"과 정확히 동일하게 기입하여야 함  cout << "a + b + 3.0 = ";  sum.print();  dif = a - b - 2.0; // 중요 : "2.0"과 정확히 동일하게 기입하여야 함  cout << "a - b - 2.0 = ";  dif.print();  sum = a + b + 5 - c - 8; // 중요 : "5 - 8"과 정확히 동일하게 기입하여야 함  cout << "a + b + 5 - c - 8 = ";  sum.print();  return 0;  } |
| #include <iostream>  #include<string>  #include<algorithm>  using namespace std;  template<class T>  class Point {  public:  T x;  T y;  Point(T \_x, T \_y);  void display();  bool operator==(const Point& pt);  };  template<typename T>  Point<T>:: Point(T \_x, T \_y) : x(\_x), y(\_y) {}  template<typename T>  void Point<T>:: display() {  cout << "x: " << x << "\ty: " << y << endl;  }  template<typename T>  bool Point<T>:: operator ==(const Point& pt) {  if (this->x == pt.x && this->y == pt.y) return true;  else return false;  }  void get\_command(string& command) {  char input;  do {  cout <<"1: display all the points\n2: Count the value you want \n0: Exit the program/n" << "Enter your command: ";  cin >> input;  command = input;  } while (!isdigit(input)||  (int)input < 0 && (int)input > 3);  }  template <typename T>  void count\_val(Point<T>\* iter\_begin, Point<T>\* iter\_end) {  int cnt = 0;  cout << "Enter x, y of the point you want to count" << endl;  int x, y;  cout << "x: ";  cin >> x;  cout << "y: ";  cin >> y;  Point<int> seek(x, y);  for (auto cursor = iter\_begin; cursor != iter\_end; cursor++)  if (\*cursor == seek)  cnt++;  cout << "number of the values: " << cnt << endl;  }  int main() {  Point<int> myPoints[] = { {1, 2}, {-1, 5}, {3, 7}, {2, 4}, {1, 10}, {1, 2} };  string command;  Point<int> pt(1, 2);  while (1) {  get\_command(command);  if (command == "1") for\_each(begin(myPoints), end(myPoints), [](Point<int> x) {x.display(); });  else if (command == "2") count\_val<int>(begin(myPoints), end(myPoints));  else if (command == "0") break;  }  cout << "Exit program.." << endl;  return 0;  } |
| #include <iostream>  #include <string>  #include <iomanip>  using namespace std;  class Student //학생 클래스  {  private: //맴버 변수  string name; //학생 이름  string id; //학생 아이디  string code[100]; //들은 수업(course)의 code (최대 100개)  int numCourseTaken=0; //들은 수업의 총 개수  public:  Student() {}  Student(string \_name, string \_id) : name(\_name), id(\_id) {}  string getName() {  return name;  }  string getId() {  return id;  }  string getCode(int index) {  return code[index];  }  void setName(string \_name) {  name = \_name;  }  void setId(string \_id) {  id = \_id;  }  void addCourse(string \_code) {  code[numCourseTaken] = \_code;  numCourseTaken++;  }  friend class KHUIS;  friend ostream& operator<<(ostream& cout, Student st);  };  ostream& operator<< (ostream& cout, Student st) {  cout << "이름: " << st.getName() << "\t학번: " << st.getId() << endl;  return cout;  }  class Course //수업 클래스  {  private: //맴버 변수  string name; //수업의 이름  string code; //수업의 코드  public:  string getName() { return name; }  string getCode() { return code; }  void setName(string \_name) {  name = \_name;  }  void setCode(string \_code) {  code = \_code;  }  friend ostream& operator<<(ostream& cout, Course c);  friend class KHUIS;  };  ostream& operator<< (ostream& cout, Course c) {  cout << "과목명: " << c.name << "\t학수번호: " << c.code << endl;  return cout;  }  class KHUIS //종정시 클래스: 학생정보와 학생이 듣고있는 수업 정보를 출력, Student class와 Course class에서 friend class로 정의됨  {  public:  //학생의 정보를 입력으로 받아 학생정보 출력  //학생의 들은 수업(code)에 대한 수업 이름을 Course class에서 찾아서 출력  //numCourse(int)는 \_course 배열의 길이를 의미  void printInfo(Student& \_stu, Course\* \_course, int numCourse) {  cout << \_stu;  cout << "수강중인 과목: ";  for (int i = 0; i < \_stu.numCourseTaken; i++) {  for (int j = 0; j < numCourse; j++) {  if (\_course[j].code == \_stu.code[i]) cout << \_course[j].name << "\t";  }  }  cout << endl << endl;  }  };  int main() {  int numTotalCourse = 3; //총 과목의 개수  Course\* pCourse = new Course[numTotalCourse];  pCourse[0].setName("객체지향프로그래밍");  pCourse[0].setCode("CSE100");  pCourse[1].setName("영상처리");  pCourse[1].setCode("CSE200");  pCourse[2].setName("머신러닝");  pCourse[2].setCode("CSE300");  cout << pCourse[0].getCode() << '\t' << pCourse->getName() << endl; // 그림1. (1)  cout << setw(50) << setfill('-') << "" << endl;  cout << pCourse[0] << endl; // 그림1. (2)  cout << pCourse[1] << endl;  cout << pCourse[2] << endl;  cout << setw(50) << setfill('-') << "" << endl;  Student stu1("홍길동", "20181004"), stu2;  stu1.addCourse("CSE100");  stu1.addCourse("CSE200");  stu2.setName("김영희");  stu2.setId("20182000");  stu2.addCourse("CSE100");  stu2.addCourse("CSE300");  cout << stu1.getId() << '\t' << stu1.getName() << '\t' << stu1.getCode(0) << endl; // 그림1. (3)  cout << setw(50) << setfill('-') << "" << endl;  cout << stu1 << endl; // 그림1. (4)  cout << stu2 << endl;  cout << setw(50) << setfill('-') << "" << endl;  KHUIS khuis;  khuis.printInfo(stu1, pCourse, numTotalCourse); // 그림1. (5)  khuis.printInfo(stu2, pCourse, numTotalCourse);  delete[] pCourse;//pCourse 할당 해제 할 것  return 0;  } |